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**Task 1: 6f8cd79b.json**

**Input**: **Output:**
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**Pattern Logic:**

From the above representation of the images we can observe that, the input image is a blank grid and the expected output is the grid with blue color at its first and last row and column. We have to find a logic such that, any given input with blank grid, outputs a grid with a color at its boundaries.

**Code Logic:**

We have defined a function **solve,** which consists of the logic of this problem. In the solve function we first take the input of all the training cases and all the test cases. We then solve each case by displaying their specific outputs. Using for loop we first took the rows of the grid, then we colored the first and last row of the grid. Now for the first and last column of the grid, we use nested for loop, where we get the elements of each row separately. Then we assign the colors to the first and last element of each row.

* The function solve() produces the correct output for all the test and training cases.

**Task 2: ba26e723.json**

**Input: Output:**

![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAWMAAABHCAYAAADSiCZ1AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAASkSURBVHhe7d2xbRhJEAVR5R+K8pF3uej6u0dap1qKhS0BTwaN2ZoeoGnyx69fv34nSf6ulnGSfAMt4yT5Bn78/Pnzd5Lka31Yxvdv/2H2kd///MDsvM++8yfoxqE7DY3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D47SMj+GxDI3TLDl0p6Fx6E5D43xYxvtIkuRrfVjGn/0W+BP7yGc//7/o88Zw5lvvPc2S0b05T5zZMj6GM99672mWjO7NeeLMlvExnPnWe0+zZHRvzhNntoyP4cy33nuaJaN7c544s2V8DGe+9d7TLBndm/PEmS3jYzjzrfeeZsno3pwnzmwZH8OZb733NEtG9+Y8cWbL+BjOfOu9p1kyujfniTNbxsdw5lvvPc2S0b05T5zZMj6GM99672mWjO7NeeLMlvExnPnWe0+zZHRvzhNntoyP4cy33nuaJaN7c544s2V8DGe+9d7TLBndm/PEmS3jYzjzrfeeZsno3pwnzmwZH8OZb733NEtG9+Y8cWbL+BjOfOu9p1kyujfniTNbxsdw5lvvPc2S0b05T5zZMj6GM99672mWjO7NeeLMlvExnPnWe0+zZHRvzhNnfljG+0iS5Gt9WMafbew/sY989pdQ/6+d99l3/gTdOHSnoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonJbxMTyWoXGaJYfuNDQO3WlonA/L+L8/SJJ8vZZxknwDLeMk+QZaxknyDbSMk+QbaBknyV/36/e/4N3u0fcOCpAAAAAASUVORK5CYII=)

**Pattern Logic:**

As we can see from the above representations that the input grid contains yellow (4) colored elements in a pattern above. The output grid obtained replaces the yellow colored elements with pink (6) color elements for every j+3 (where j is the column number) elements starting from the first column. The shape of the pattern remains the same.

**Code Logic:**

In the code for this task, the solve function parses the json file and runs a for-loop on all the training and testing input grids. We the use a while-loop to index through the column number ( j ) and a for-loop to index the row number ( i ). The row elements are colored pink (6) for every j + 3 iterations.

* The function solve() produces the correct output for all the training and testing cases.

**Task 3: 9dfd6313.json**
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**Pattern Logic:**

As we can see from the above representations that the input grid contains a random collection of colored elements scattered throughout the grid with grey (5) occupying the left diagonal. The resultant grid produces an output that transforms the input grid counterclockwise by 90° and flips it up-down.

**Code Logic:**

In the code for this task, the solve function parses the json file and runs a for-loop for all training and testing input grids. It then transposes the grid by 90° and flips it up-down using the NumPy functions. It then prints the output grid for all the training and test cases.

* The function solve() produces the correct output for all the train and test cases.

**Task 4: 794b24be.json**

**Input: Output:**
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**Pattern Logic:**

From the above representation of the images we can observe that, the input grid consists of ‘n’ number of scattered blue (8) colored elements in a grid. The output grid produces red (2) colored elements in a sequence of line. However, the if n < = 3, then output elements will be within the first row, else if n >3, then the 4th element will be in the second row and second column.

**Code Logic:**

The solve function parses the json file and runs a for-loop on all the training and testing inputs. We are storing the total number of blue elements of the grid in **count.** We are then using an **if** condition to color the elements of the first row of the output grid red (2) for the count value.

* The function solve() produces the correct output for all the train and test cases.

**Task 5: 6cdd2623.json**
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**Pattern Logic:**

As we can see from the above representation of the grids that the input grid contains randomly colored elements scattered around the grid. For any row or column in the input grid that has the same first and last color, the entire column or row is colored with that element In the output grid.

**Code Logic:**

In the code, the solve function contains one for-loop to check the columns and one for-loop that checks the rows. The for-loops check weather the first and last element are the same for any column or row. It then colors the entire row or column with that color if the condition satisfies. The final for-loop colors the rest of the grid black.

* The function solve() produces the correct output for all the training and testing cases.

**Summary**

The tasks given in the ARC Corpus by Chollet have provided us with the opportunity to implement critical thinking and logical reasoning skills. It was ecstatic to create our own algorithms to solve different tasks from the corpus.

The libraries we used for our solutions were:

* **sys:** It’s a module in the standard library that we imported to utilize the json file that is passed as a parameter in the command line while executing the python program.
* **json:** We imported the json module to parse the json file that is read by the python program
* **NumPy:** We imported the NumPy library to convert the json grids into a NumPy array. This helped us utilize the NumPy features to work with he grids to solve the task.

Python helps to implement easily readable code and supports large number of libraries. All our solutions were implemented using the libraries mentioned above. The tasks above provided different challenges that were based on patterns of colors in a grid. Each task had different outputs based on the challenge. Our algorithms for every task mainly consisted of **for-loops and while-loops** to create solutions for the challenge.

**Contributions**

1. **Moiz Meyaji –** I worked on creating the solution for task 2 (25d8a9c8.json) and task 3 (9dfd6313.json). I also collaborated to solve task 4 (794b24be.json) and task 5 (6cdd2623.json)with Waseem. We created and implemented the logic of the solution. I wrote the requirements of my tasks and the code logic of task 4 and 5 along with the summary that concludes our work along with the Python features/libraries that were used.
2. **Waseem Shariff-** I worked on creating the solution for task 1 (6f8cd79b.json). I also collaborated to solve task 4 (794b24be.json) and task 5 (6cdd2623.json) with Moiz. We created and implemented the logic for the solution. I wrote the requirements for my task and the pattern logic for task 4 in the report. Lastly, I changed the READ.md file with all the required information to reflect the repository.